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ABSTRACT

Memory simulation is now widely used in system design processes. This process allows debugging, pro-
filing and sometimes validating all memory-related tasks. The step before memory profiling is memory
tracing, which consists in collecting memory events. State-of-the-art solutions rely on well-known environ-
ments provided by operating systems. Such environments might not be available when designing custom
operating systems or bare-metal applications (e.g., applications directly running on hardware). In this con-
text, aside from hardware-assisted approaches, no memory tracing mean is available. In this paper, we
propose QEMTrace, a QEMU based open-source tool for memory tracing. QEMTrace provides a flexible
way to trace memory accesses on operating systems, bare-metal applications and regular applications. After
traces collection, we inject them in a cache simulator to show its usage. A shared memory interface to allow
co-simulation of trace driven simulators is also presented.

Keywords: simulation, tracing, memory, QEMU, virtualization

1 INTRODUCTION

Memory accesses are the critical path to optimize when developing high performance applications (Desnoy-
ers and Dagenais 2006). The increasing complexity of the memory hierarchy forces developers and software
designers to take this memory hierarchy into account (e.g., cache locality, memory latency minimization).
Depending on the application’s memory profile, users will select multiple characteristics and parameters
of the hardware supporting it. Moreover, memory accesses profiling helps better understanding software’s
behavior. We often use this method to verify and debug applications.

Profiling has also been used to increase security in the system. This method can be used to detect potential
attacks. In (Cristalli et al. 2016) the authors use an hypervisor environment to detect and prevent memory-
related attacks. In (Xu et al. 2017) memory tracing is used to detect the behavior of malware in the system.
The authors analyze the memory access traces to provide a classification of software running in the system.

Memory profiling often use hardware and memory emulation systems to trace and analyze memory accesses.
However, it is sometimes useful to rely on simulations to carefully analyze the behavior of a program or
the hardware it is related to (memory buses, RAM, etc.). Such analysis is usually achieved thanks to the
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simulation of memory components (caches, RAM, etc.). To run these simulations, we use memory traces as
input data to drive the simulation. The hardware is designed at the same time as the software it will embed.
During the HW-SW co-design process, simulators are used.

Few existing simulators (Binkert et al. 2011) allow generating memory accesses required by the simulated
CPU. However, such simulators are slow to execute and impracticable when designing software. To over-
come this issue, fast simulators / emulators were created. Unfortunately, they do not provide the ability to
trace memory accesses. In this paper, we prose memory tracer embedded in the QEMU fast emulator. The
traces are consumed “on the fly” by a trace driven simulator or can be stored for further use.

Memory tracing can be achieved through code instrumentation. This technique relies on source code modi-
fication. Developers add instructions in the programs to track memory accesses. Such methods are intrusive
and may modify the behavior of the program. Binary rewriting uses additional instructions to gather mem-
ory events (Brais et al. 2019). Additionally, less intrusive (or non-intrusive) methods can rely on additional
hardware (tracing probes) or virtualization (Qureshi et al. 2019). Those methods are non-intrusive but re-
quire additional resources such as hardware components or virtualization tools (virtual machine, emulators,
...). Usually, memory tracing introduces a computational overhead that will translate into an increased
execution time and memory requirements.

In this paper we present QEMTrace, a QEMU based memory tracer. QEMTrace allows bare-metal and
OS memory access tracing in a non-intrusive manner. It uses the virtualization provided by QEMU to
collect information about the memory accesses. We also present the different trace collection means put in
place and introduce a Shared Memory Interface (SMI) used to connect QEMTrace to any client application
(simulators) that uses memory traces as input. Compared to previously proposed contributions, our approach
allows a non-intrusive means to collect a wide variety of information concerning memory accesses such as
their type, privilege level, or their size. QEMTrace is an open source tracing engine for QEMU that seeks
for improvement and extension by the community. The GitHub repository is available in (A. Torres, et al.
2020).

The remaining of the paper is organized as follows. In section 2 we present the related work in the literature.
In section 3 we introduce the approach used to develop the QEMTrace tool. Then section 4 presents the
results we gathered using QEMTrace applied on a small bare-metal application. Finally, section 5 concludes
our work.

2 RELATED WORK

Prior research proposed memory tracing tools capable of collecting multiple information about the accesses
made by a program. In (Marathe et al. 2007), the authors propose to trace virtual addresses for each access
and the address of the instruction generating the access. Such tracing is achieved thanks to dynamic binary
rewriting. (Zhao et al. 2011) uses the same approach while collecting more data about accesses during the
program’s execution. The main advance brought by this tool is the exploiting of multi-core architecture to
reduce the overhead induced by memory tracing. Along with the traced program, multiple threads, running
on different cores perform trace analysis and storage.

In (Janjusic et al. 2013), the authors propose Gleipnir, a memory tracing framework that uses Valgrind
(Nethercote et al. 2007) to parse debug information. Gleipnir is capable of tracing virtual and physical
memory addresses. Even-though Gleipnir cannot trace the OS itself, it can trace multiple processes at the
same time. Compared to our approach, this tool is only able to output textual based information of applica-
tions running on an operating system. To avoid the overhead of such output method, our approach relies on
binary output. We also extend the tracing capabilities to any operating system of bare-metal applications.



Torres A.D, Lefoul, Gohring de Magalhdes, Nicolescu and Assal

More recently (Brais et al. 2019) propose a novel tracing approach based on dynamic binary rewriting. The
authors describe a framework capable of extensive information collection. The tracing tool not only gather
virtual addresses for each access, but also, among other information, the value of the accesses, their size
and related instructions. Additionally, the authors define a novel adaptive trace management mechanism to
reduce the tracing overhead. In (Rittinghaus et al. 2015) the authors propose a client-server based architec-
ture. The tracing framework traces all memory access from the applications running in the system but also
from the operating system itself. However, this approach requires the tool to be integrated with the operating
system and run on top of it. Our approach is OS agnostic and does not require the OS to be compatible with
our tracing tool.

Profiling and tracing methods can rely on virtualization and simulation to reduce the underlying tracing
complexity and intrusiveness level. SNIPER (Carlson et al. 2011) is a system simulator that allows trace
driven simulations. This feature enables system simulation based on memory access traces and execution
traces. Along with other systems simulators (e.g., GEM5-X (Qureshi et al. 2019)) these tools provide
convenient ways to collect execution traces (program execution flow, memory access traces, etc.). Operating
systems aided tracing methods present in the literature rely on performance counters. In (Itzkowitz et al.
2003) the authors use such a mechanism to gather run-time information on applications.

Compared to prior work, our approach is capable of collecting memory traces for both data accesses and
instruction fetches. We also enable the tracing of the OS itself and not only the applications running on it.

The existing memory trace approaches require their execution in a specific environment like an OS. To
the best of our knowledge, there is no solution enabling memory tracing for bare-metal applications or in-
development OS. The only solution applicable for these cases is the hardware probing. Tracing probes are
expensive and may not be compatible with a wide variety or hardware platforms. Thus, memory tracing can
become a huge part of the budget when developing bare-metal applications or OS on multiple platforms.

In this paper, we propose a method to trace memory access for a wide range of applications that do not have
software tracing mean. We rely on the QEMU fast emulator to provide tracing means to any application
running directly on hardware systems (bare metal applications or operating systems).

2.1 QEMU Fast Emulator

To accelerate the design and development of such applications, QEMU (Bellard 2005) offers a system-level
emulation of many platforms. The emulator allows developers to design and tests their applications on
many hardware platforms and CPUs. QEMU is an open-source software used and extended by thousands of
collaborators.

In (Bellard 2005) the authors present QEMU, a system emulator. Since 2005, QEMU has been subject to
constant improvements and is well known for its use in the academic and industrial worlds. This emulator
focuses on performance instead of replicating each internal mechanism of the hardware. QEMU supports
many processor architectures such as x86, PowerPC, ARM and RISC-V. Although a lack of support for
some features (for instance Performance Monitoring Units are not emulated), one can easily modify the
available code to add a peripheral, a feature or a new architecture to emulate.

Many research projects use QEMU and extend it to fit different needs. In (Patel et al. 2011), the authors
propose a cycle accurate extension for the x86 platform based on QEMU. In (Becker et al. 2012), the authors
present a framework that allows applying mutation to the software executed in QEMU. Such mutation
enables extensive testing of the emulated software. Run time fault injection approaches sometimes rely on
QEMU to test systems and application resilience (Holler et al. 2015).
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QEMU offers two emulation modes:

*  The user mode allows emulating the system and the guest operating system (executed as part of the
emulated environment). This mode makes user mode applications easy to prototype and port on
different architectures.

e The full system mode emulates the complete system, without any form of software attached to it.
This is useful when developing bare-metal applications or operating systems.

To allow guest emulation, QEMU relies on online binary translation. This method consists of parsing the
guest’s binary code and translating it into binary executed by the host (the system that executes the emulator).
The host code (generated by QEMU) has to manage the emulator’s internal state. Thus a simple instruction
for the guest application might result in multiple instruction to update the QEMU’s internal state.

QEMU uses TBs (Translation Blocks) and a translation cache to improve simulation speed. A translation
block is a sequence of guest instructions to be translated. When a TB is translated, QEMU stores its trans-
lation in the translation cache. If a similar block has to be translated in a near future, the translation routine
recovers the stored TB from the translation cache.

3 QEMTRACE SOLUTION

In this section we introduce our approach and explain the design choices made. We further describe how to
reduce the overhead generated by the memory tracing mechanisms. Finally, we introduce the SMI (Shared
Memory Interface) library that allows the user to connect to the tracer via shared memory.

To leverage the issues presented in introduction, we propose QEMTrace, a memory access tracer based on
the QEMU machine emulator. The aim of QEMTrace is to provide users with detailed memory accesses
for bare-metal applications or operating system prototyping, debugging or profiling. This process is usually
difficult to achieve or requires expensive hardware such as debug probes. We decided to base our memory
tracer on QEMU since it is the emulator of choice for prototyping and debugging on multiple architectures.
QEMU relies on dynamic binary translation to execute the guest code on the host machine. Dynamic binary
translation allows us to inject tracing code that will be executed at run time without affecting the system’s
behavior. This method is further explained in the next section.

To control the tracing engine, we use special assembly instructions designed for this purpose. The in-
structions allow the user to start and stop memory tracing at any moment during the system’s execution.
Furthermore, the guest OS or application can propose an Application Programming Interface (API) to start
and stop memory tracing when running on QEMTrace. We designed the instructions to be the same on all
currently supported architectures.

We propose a trace structure that contains the memory access information. Each trace stores the address
(virtual or physical depending on the user’s choice) and its access time. The tracing routine also embeds
different flags to add information about the access. Three gathering methods are available: file storage, trace
print and shared memory storage. The latter uses a Shared Memory Interface (SMI) to store and shared
traces. We provide users with a library allowing easy integration of the SMI with their applications.

3.1 Dynamic Code Translation

As explained previously in this paper, QEMU uses dynamic code generation to translate guest instructions
to host instructions. We rely on this approach to integrate our tracing method.
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Figure 1: QEMTrace tracing call injection flow

At TB generation, QEMU generates different instructions to emulate the system’s behavior. During this
process, QEMTrace injects trace generation code that the host will execute. When the TB’s instructions are
executed, the injected code will call the QEMTrace engine to collect tracing data.

During emulation, the machine’s state can be retrieved. This state consists of the CPU registers’ values, the
MMU (memory management unit) state and other hardware-specific information. The MMU state permits
QEMTrace to translate the virtual addresses used by the CPU to physical addresses. We also rely on the
MMU to infer trace metadata such as cache inhibition or cache coherency requirements. CPU registers are
used to get the rest of the metadata such as the current privilege level or cache state.

To achieve instruction fetch tracing, the QEMTrace engine injects the access tracing instruction for each
instruction fetched by the guest. We use the same flow for data tracing when the guest executes a memory-
related instruction. This execution flow is shown in Figure 1. Instructions such as cache locking instructions
also generate both an instruction fetch trace and the related special event trace (defined in the Trace Formats
section).

To detect the access type (instruction fetch, data load, etc.), the QEMTrace engine offers different method
calls in its APIL The instructions fetches will be hooked to the instruction tracing methods while data load
and data stores will have their handling methods. We also provide different handlers for machine-specific
instruction (cache locking, cache flushing, etc.). Each API method will gather the machine state and set the
trace flags (see the Trace Formats section) accordingly.

3.2 Traces Management Instruction

Users control the QEMTrace engine thanks to assembly instructions. We define multiple instructions op-
codes to control tracing start point, end point, tracing type, etc. We use 32 bits opcodes to represent the
instructions but this length be extended or reduced if needed. Trace management instructions are detected
during QEMU binary parsing process. At instruction translation from the guest memory, QEMU loads the
corresponding binary code. The parser reads binary code and detects the instructions to execute accordingly.
To manage the QEMTrace engine, we added the detection of custom opcodes. When such instructions are
detected, we call the QEMTrace routines instead of the QEMU regular code. The engine will trace these
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# Enable tracing #
.long OXFFFFFFFO

# Traced code #

1i r0, O

stw r0, 0(r3)

# Disable tracing #
.long OxFFFFFFF1

Figure 2: Tracing assembly flow, QEMTrace will register instruction fetches and data access from 4 to 8
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Address Timestamp Flags
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Figure 3: QEMTrace model definition

instructions, which means it will generate an instruction fetch trace. Figure 2 gives an example of assembly
flow using the start and stop tracing opcodes.

We define the trace start opcode as OxFFFFFFF0O. When executed by the host, the QEMTrace engine starts
recording all memory accesses. The stop trace opcode is OxFFFFFFF 1. Both instructions enable or disable
tracing routine for all memory accesses executed by the guest. We use OxFFFFFFF2 and OxFFFFFFF3 to
start and stop data only tracing. In the same way, OxFFFFFFF4 and OxFFFFFFF5 only control instructions
fetches tracing. Note that using OxFFFFFFF2 in conjunction with OxFFFFFFF4 is equivalent to using
OxFFFFFFFO. The tracing opcodes can be added anywhere in the OS or application’s code. Additionally,
the OS can provide a service API to manage QEMTrace. There is no limitation on where and how to use the
opcodes.

All presented instructions are available in all CPUs privilege modes. Future improvement will study the
addition of privilege detection to restrain the usage of the QEMTrace engine to a certain privilege level.

3.3 Trace Format

Three trace production means are available with QEMTrace. The first way is to store them in a file. The
second way is to print them through the terminal. When using this method, both virtual and physical
addresses are displayed. Finally, an external library enables the use of shared memory between QEMTrace
and a client to recover traces. We explain this method in the next section. All output methods use the same
trace formats (short and long). Figure 3 shows the different component of a single long access trace. The
trace model is presented in Table 1. We leave the bits 24 to 32 free. Users can use the free bits to store
additional metadata.

We also define a short trace format. In short traces, the address is on four bytes and the subsequent byte
contains the flags. The first bit of the flags is the W bit, the second is the I bit and the next three are the
TYPE identifier.
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Figure 4: Shared memory sections used by the SMI interface

QEMU allows multi-core emulation. To leverage multi-core memory access tracing, we provide traces with
the identifier of the core that requested the access. QEMTrace does not provide trace reordering and output
memory accesses traces as they are done by QEMU. In its current version, QEMU serializes multi-core
execution, which removes the need for trace reordering.

Finally, we define a file header as follows: The first 8 bytes give the size of the file in bytes; the two
subsequent bytes give the size of one trace; the next byte contains the version of the file. We keep the next
five bytes free for future use.

Table 1: Trace model fields description

Field Description
Core ID | Contains the CPU identifier of the generated access. Such identifier is retrieved in different manners depending on the architecture
that is traced.

w The read/write flag. If the access is a memory read, this bit is clear (0); otherwise the tracer sets it to 1.

1 The instruction/data flag. If the traced access concerns data, this bit is clear (0); otherwise, this flag equals 1 if it concerns
instructions.

U The protection level flag. When the system is in kernel mode, this bit is clear (0); otherwise, this flag equals 1 when the access
occurs in user mode.

TYPE The special access flag that can take the following values: regular access (0), cache flush (1), cache invalidate (2), cache flush and
invalidate (3), cache lock (4), cache unlock (5), cache prefetch (6), cache line clear (7).

G The cache granularity flag. For special accesses (see TYPE flag), this flag takes the following values: line (0), set (1), way (2) or
global (3).

S The size flag. The size of an access can be the following: byte (0), half-word (1), word (2), double word (3).

C The cache coherency flag. If the traced access is not coherent, this bit is clear (0); otherwise this flag equals 1.

L The level flag. For special accesses (see TYPE flag), this flag takes the following values: all cache levels (0), L1 cache (1), L2
cache (2) or L3 cache (3).

CI The cache inhibited flag. If access to this address is cache-inhibited, this bit is clear (0); otherwise this flag equals 1.

wT The cache policy flag. When the cache operates in write-back mode, this bit is clear (0); otherwise, when set to write-through
mode this flag equals 1.

E The exclusive flag. If the traced access is not exclusive, this bit is clear (0); otherwise this flag equals 1.

3.4 Shared Memory Interface

One of the trace-gathering methods relies on shared memory between QEMTrace and an external client.
This feature allows co-simulation of trace driven components. Applications of this feature can be the sim-
ulation of an external memory, caches or a memory-mapped 10. The QEMTrace engine uses buffers to
store the generated traces while the client reads traces in a different buffer. Using multiple buffers increases
throughput while enforcing exclusive access to any buffer.

To track the traces order and to ensure their correct transmission, we segregate the shared memory in 3+ n
sections where 7 is the required number of transmission buffers. n is determined by the user and depend on
the number of clients that read the shared memory. The first three sections are used as a header to describe
the interface state. Figure 4 gives a schema of the memory sections used by the SMI.
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B_CNT represents the number of buffers to use with the SMI. Using multiple buffers increases the through-
put of the tracer. While the QEMTrace engine uses a buffer, other full buffers can read by the SMI client.

B_MSK is a bit field that tracks which buffer contains traces that the SMI client can read. When the n'"
buffer is full, the SMI engine sets the n'* bit of B_MSK to 1. Once the SMI client finish reading the buffer,
this bit is cleared to 0. This action is transparent to the user when using the SMI library.

B_SZE gives the size of the buffers that store memory access traces. We express the buffer size in number
of traces. The total memory usage of the SMI can be computed as in Equation 1 where L(Trace) is the size
of a trace and L(Header) is the size of the SMI metadata header containing B_CNT, B_MSK and B_SZE.

Size = B_CNT x B_SZE x L(Trace) + L(Header) (1)

BUFFER_n are the trace buffers. Each buffer is ordered in a FIFO (First In First Out) manner to keep traced
access in the correct order. The SMI library offers users an API to manage the shared memory, read traces
and manage synchronization between QEMU and the client.

3.5 Configuration

The QEMTrace engine can be configured to fit different needs. Users may modify different parameters
such as the opcodes used to control the QEMTrace engine. The centralized configuration file provided at
compilation time allows easy configuration of the tool. We also provide two flags to set when compiling
QEMU and the QEMTrace engine:

* QFEM_TRACE_GATHER_META: used to enable or disable access metadata gathering
*  QFEM_TRACE_PHYSICAL_ADDRESS: used to enable or disable memory address translation

QOFEM_TRACE_GATHER_META set to 0 will disable metadata gathering. The model used is the compact
trace format. QEMTrace only traces the access type (data or instruction, read or write, special events)
and its address. QEM_TRACE_PHYSICAL_ADDRESS set to 0 will disable memory address translation.
All memory access addresses are not translated. When the user sets QEM_TRACE_GATHER_META to 0,
QOFEM_TRACE_GATHER_META has no effect and memory access addresses are the address used by the
CPU (virtual).

3.6 Overhead Reduction

When tracing memory accesses, we discovered the main performance bottleneck was traces storage. Al-
though metadata gathering and trace generation processes introduce overhead, trace saving to the mass
storage can take up to 75% of the tracing time. To reduce this overhead, we temporary store traces in a
buffer. Users can set the buffer’s size before compiling QEMU. When the buffer is full, the QEMTrace
engine flushes the buffer to the trace file or SMI buffer. Once the buffer flushed, the engine resumes the
QEMU execution as shown in Figure 5.

Based on this buffer architecture, we designed a multi-thread implementation of the trace buffer. We rely on
a double-buffered approach. QEMTrace stores traces in the first buffer until it is full. Once the first buffer
filled, the QEMTrace engine starts storing traces to the second buffer. An additional thread will proceed
to flush the first buffer in the mass storage peripheral or an SMI buffer. This approach reduces the tracing
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Figure 5: Trace storage execution flow

time by 25% according to our measurements. To get this result we compare the tracing time between trace
storage with multi-buffer and with a single buffer

3.7 Cache memory simulation

We integrated our solution with the cache simulator proposed in (Lefoul et al. 2020). The tool uses QEM-
Trace to run a bare-metal application on the desired platform (here PowerPC). The application starts and
stops memory tracing at different points in its execution. These specific points coincide with the cache
activation and deactivation.

The cache simulator is linked to the QEMTrace tool through the shared memory interface. When a set of
trace is sent to the SMI buffer, the cache simulator is able to retrieve and process the memory accesses. Each
access either produces a hit or a miss depending on the cache state.

The simulator does not require the data manipulated by the program. Only the addresses and access features
(cache inhibition, privilege level) are required to perform the simulation.

We compared the results of the cache simulation with the results obtained with a hardware probe. The
system runs the exact same program and is not recompiled between the two architectures. Results show a
difference of miss rate of 0.8%. This error rate takes into account false miss or false hits. The error rate
also comes from the code or data prefetch complex processors put in place to increase performance. Such
mechanisms are not simulated in QEMU.

Our integrated platform can be further extended by adding other simulators (memory, buses, peripherals).
These additional components can be plugged after the cache simulator in the hierarchy. The trace model can
be extended to contain the value of the accesses data. However, the trace model should be kept standard for
all components.

4 RESULTS

In this section we present the important results obtained when using QEMTrace. The system traced is a
light PowerPC kernel. The kernel consists of booting the processor (PPC E500), correctly mapping the
memory and launching an application. We use an application provided by the TACLeBench (Falk et al.
2016) benchmark suite. We choose to use the forward DCT function provided in the suite.

Figure 6 (a) shows tracing time that QEMTrace takes to trace the complete application execution in different
contexts. We compared the tracing time (in milliseconds) when tracing all the memory accesses, only
instruction fetches, only data accesses and when tracing is off. One can see that tracing introduces time
overhead. This is mainly due to the trace storage process that is time consuming.

We compared the tracing time when QEMTrace collects metadata and when it does not. In this test, we keep
the long trace model for both tracing methods. When metadata collection is disabled, the overhead reduction
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Figure 6: Tracing time in milliseconds, (a) shows the difference between the different trace types in presence
of metadata or not (long and short trace format). (b) shows the tracing time difference between file storage
and SMI storage (long trace format)

Table 2: Performance measurement on TACLeBench benchmarks

Application | Large traces (LT) | Short traces (ST) | Trace count | LT trace time ST trace time
adpcm_dec 957.04 MB 299.07 MB 62,720,703 6946.21 ms 4270.74 ms
binsearch 28.38 MB 8.86 MB 1,859,933 1257.58 ms 773.19 ms
bitcount 1225.2 MB 382.87 MB 80,294,581 8513.41 ms 5234.30 ms
dijkstra 2384.89 MB 745.28 MB 156,295,915 15062.62 ms 9261.16 ms
fir2dim 376.02 MB 117.50 MB 24,643,397 3668.57 ms 2255.55 ms
iir 103.66 MB 32.39 MB 6,793,271 1883.79 ms 1158.21 ms
insertsort 105.6 MB 33 MB 6,920,577 1990.05 ms 1223.54 ms
ndes 71.71 MB 22.41 MB 4,699,627 1395.24 ms 857.86 ms
prime 2.68 MB 0.84 MB 176,010 959.45 ms 589.90 ms
recursion 147.44 MB 46.08 MB 9,663,093 1885.11 ms 1159.02 ms
sha 1333.13 MB 416.61 MB 87,368,078 10,354.91 ms 6366.51 ms

Table 3: Trace file size evolution in function of the trace type

Trace type Large traces | Short traces | Number of traces
Data only 213.5 MB 66.3 MB 13,343,784
Instructions only 427.8 MB 133.7 MB 26,740,084
Full tracing 641.3 MB 200 MB 40,083,868

reaches 10% on average. This shows that even if metadata collection is not the most time-consuming
process, its overhead is non-negligible. Finally, we show that using short trace will reduce the tracing
time by up to 40%, demonstrating that trace storage is the most time-consuming process. In Figure 6 (b), we
compare the tracing time between two storage methods. The first is file storage and the second uses the SMI
to send the collected traces. Both methods collect accesses metadata. When using SMI the tracing overhead
drops by 20% on average.

Table 2 shows the different performance measures we gathered using QEMTrace. We selected applications
from the (Falk et al. 2016). Results show that only the number of traces impacts the tracing time, not the
type of application.

Finally, we compared the stored trace size between the different tracing methods. One has to note that dis-
abling metadata gathering will reduce trace size. Table 3 shows the evolution of the trace file size depending
on what is traced in the system.
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S CONCLUSION

In this paper we presented QEMTrace, a tracing engine included in the QEMU system emulator. Our work
allows tracing memory accesses from the system’s point of view and in a non-intrusive manner. QEMTrace
provides a novel approach to profile memory accesses made by bare-metal applications and custom-made
OSes. We offer multiple ways to collect data and allow in depth memory access attributes gathering that
we call metadata. Such metadata, coupled with the presented Shared Memory Interface (SMI) allows co-
simulating peripherals during the QEMU system’s execution. The use of compact traces allow a reduction
of the trace time by up to 40% and relying on a shared memory interface reduces it by up to 60%.

QEMTrace allows the user to select which access type (data or instruction) should be traced and is accessible
both in user and kernel mode. The software is in constant development and is open-source (A. Torres, et al.
2020) to allow the community to participate in its improvement and extension.

QEMTrace is an open source tracing engine for QEMU that seeks for improvement and extension by the
community. To add a new architecture, one will have to rely on the QEMTrace API to instrument the
architecture of their choice. The users need to add an API call when the emulated architecture loads or
stores data as well as when it fetches a new instruction to execute. The GitHub repository is available in (A.
Torres, et al. 2020). Further improvement are (but are not restricted to):

* Add customized trace model fit the user’s need. One can use a configuration to define the trace
model and the metadata needed

* Allow condition tracing: only trace accesses within a certain address range and under certain condi-
tions (privilege level, register values, etc.)

» Extend the SMI to allow full co-simulation. At the moment only one way simulation is possible
(from QEMU to the SMI client), but one could add the possibility to interact with QEMU through
the SMI.
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